## CSC 180 midterm \#1

17 October 2001
Last name:

First name(s):
Student number:
Circle tutorial section: $\quad$ 4:00, GB304 $4: 00$, HA410
5:00, HA401 5:00, GB304

Aids permitted: One double-sided $81 / 2 \times 11$ " piece of paper, with any writing, but no attachments, no secret pockets, etc. Calculators are not permitted.

Answer all questions. Answer questions in the space provided.
Total: 50 marks.
Time allotted: 85 minutes (hopefully 4:30-5:55).

Note! Pay attention to whether the question asks for a complete program (with \#include, for example) or asks for only a program fragment (which might not even need to include function headers).

Note! Answers not in the correct space will not be graded unless a note in the correct space says "see page ..." and the answer on that page is clearly labelled with the question number.

Be careful not to get stuck on one question to the exclusion of others. Not everyone will necessarily be able to finish this test within the 85 minutes. The amount of marks or answerspace allotted does not necessarily indicate how long it will take you to complete the question, nor does the size of the answer-space indicate the size of the correct answer.

## Do not open this booklet until you are instructed to.

Do not write anything in the following table:

|  | value | mark |
| :---: | :---: | :---: |
| 1 | 5 |  |
| 2 | 5 |  |
| 3 | 10 |  |
| 4 | 15 |  |
| 5 | 15 |  |
| total | 50 |  |

1. [5 marks] Write a boolean expression which states that (i.e. is true exactly when) $x$ is positive and $y$ is between 3 and 13 inclusive.
2. [5 marks] Explain in a sentence or two what the following program does, including explaining when it stops reading. (Your explanation should be in terms of behaviour visible to the user; for example, it should not mention $x$ and $y$.)
```
#include <stdio.h>
int main()
{
    int x, y;
    y = 0;
    while (scanf("%d", &x) == 1 && x > 0)
        y = y + x;
    printf("%d\n", y);
    return 0;
}
```

3. [10 marks] Write a complete $C$ program which takes one integer as input (prompting is not necessary for this test question) and outputs either "positive", "zero", or "negative", whichever is true of the input number. You do not need to include any comments but you must format your program in the standard style, declare all types appropriately, etc. You can assume that the $\operatorname{scanf}()$ succeeds.
4. [15 marks] If you type " 10 " on a calculator and then press the square-root key, you get the square root of 10 . If you keep pressing the square root key, the number in the display gets smaller and smaller, but more and more slowly, because the square root of any number greater than one is also greater than one. Since the calculator is not completely accurate, as you get very close to 1 , eventually you get to a number which is its own square root, to the available precision of the machine. (For some calculators this is 1 ; for others this may be a number more like 1.0000001.)

Write a complete C program to perform this process using the sqrt math library function (in a loop) and to output the number we stabilize at.
5. [15 marks] A "perfect" number is a number which is equal to the sum of its divisors not including itself. The positive integer $d$ is a divisor of the positive integer $x$ if and only if $x \% d==0$.

Write a function which takes one int parameter and returns a value of type int. The function is called "sum_of_divisors". It returns the sum of all of the divisors of the parameter, except for the parameter itself. The parameter must be a positive integer, and you do not have to check this.

For example, sum_of_divisors(3) will return 1, because the only divisors of 3 are 1 and 3 . In fact, sum_of_divisors will return 1 for any parameter which is prime.
sum_of_divisors(6) will return 6 , because the divisors of 6 are $1,2,3$, and 6 , so it returns $1+2+3$ which is 6 . Thus, 6 is a perfect number (in case you were wondering what the connection is).

Add your function after the following main() which uses it to output a list of the perfect numbers between 1 and 100, inclusive.

Modify the main() function where necessary, if necessary.

```
#include <stdio.h>
int main()
{
    int i;
    printf("Perfect numbers between 1 and 100 (inclusive):\n");
    for (i = 1; i <= 100; i++)
            if (sum_of_divisors(i) == i)
                printf("%d\n", i);
    return 0;
}
```

Extra space if needed
(you must write "see page 6" in the usual answer space for the given question)

